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ABSTRACT
A blockchain is a trustless system in an environment popu-
lated by untrusted peers. Code deployed in blockchain as a
smart contract should be cautious when invoking contracts
of other peers as they might introduce several risks and
unexpected issues. This paper presents an information flow-
based approach for detecting cross-contract invocations to
untrusted contracts, written in general-purpose languages,
that could lead to arbitrary code executions and store any
results coming from them. The analysis is implemented in
GoLiSA, a static analyzer for Go. Our experimental results
show that GoLiSA is able to detect all vulnerabilities related
to untrusted cross-contract invocations on a significant bench-
mark suite of smart contracts written in Go for Hyperledger
Fabric, an enterprise framework for blockchain solutions.

CCS CONCEPTS
• Software and its engineering → Automated static analysis;
Software verification; Formal software verification.
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1 INTRODUCTION
In a blockchain, smart contracts can interact with other de-
ployed code by using Cross-Contract Invocations (CCIs for
short), namely delegate calls or external contract calls. This
mechanism promotes interoperability by allowing coopera-
tion and exchange of information and services within the
blockchain. Furthermore, achieving smart contract interop-
erability is also a crucial point for international regulations
such as the European Data Act [37, 38]. However, a naive
implementation of CCIs could lead to untrusted invocations
(i.e., CCI where the callee or parameters can be controlled by
users) exposing the contracts to critical issues such as code
injection and execution of arbitrary code. This might have
severe consequences, ranging from loss of assets, cryptocur-
rencies, or more generally fungible and non-fungible tokens,
to denial of service [3, 5].

The novel contribution of this paper is the design of a
two-phase analysis that detects Untrusted Cross-Contract In-
vocations (UCCIs) by using information-flow techniques: (i)
to detect flows from untrusted user inputs to cross-contract
invocations, and (ii) to detect flows from untrusted cross-
contract execution to blockchain storage. To the best of our
knowledge, there are currently no analyses covering these is-
sues for general-purpose languages, such as Go. Furthermore,
we implemented and evaluated our approach in GoLiSA, a
static analyzer based on abstract interpretation that supports
the analysis of several blockchain frameworks written in Go,
such as Hyperledger Fabric1 (from now on HF), Cosmos
SDK2, and Tendermint Core (recently rebranded as Ignite3).
The evaluation is performed on a benchmark suite of existing
smart contracts retrieved from public GitHub repositories,
and shows, empirically, that our approach can successfully
identify UCCIs.

Paper structure. Section 2 provides an overview of UCCIs
in blockchain software. Section 3 and Section 4 present the
design of our core contribution for detecting issues related
to UCCIs and its implementation in GoLiSA. Section 5 ex-
perimentally evaluates the proposed analysis implemented in

1https://www.hyperledger.org/use/fabric
2https://v1.cosmos.network/sdk
3https://ignt.com/
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GoLiSA on a data set of existing smart contracts. Section 6
presents related works. Section 7 concludes the paper.

2 UNTRUSTED CROSS-CONTRACT
INVOCATIONS

CCIs allow smart contracts to execute the code of other con-
tracts deployed in blockchain, by calling specific instructions.
In general, these instructions require two distinct parameters
that can be hard-coded or parameterized into the calling
contract: the contract to call (e.g., contract name, its address
within the blockchain) and optional data to process (e.g., the
method to execute, its parameters, and tokens to transfer).
CCIs are a powerful feature that can be involved in different
use cases such as:

∙ Contract interactions: the primary purpose of CCIs is
to communicate with other contracts for exchanging
data, assets, and cryptocurrencies, as is often the case
when communicating between different decentralized
autonomous organizations (DAOs);

∙ Libraries: CCIs allow to build libraries of shared code
that multiple contracts can access, hence promoting
code modularity and reducing complexity; this can also
help decrease deployment costs when those are related
to the contract’s size;

∙ Contract Size Limit: some blockchains, such as Ethereum,
impose a limit on the size in bytes of each smart con-
tract [4], and those exceeding the limits are not allowed
to be deployed; CCIs can be used to split a large con-
tract into smaller ones that interact with each other,
therefore overcoming this limitation;

∙ Proxy Upgrade Pattern: as the code of deployed smart
contracts is immutable, the proxy pattern [29, 41] can
be used to circumvent this limit, by allowing smart
contracts to be upgraded to include new features and
patches, after they have been deployed: by partition-
ing the business logic across several contracts and by
making them communicate through a proxy contract,
the application logic can be updated by specifying a
different target address in CCIs.

Despite the benefits derived from the adoption of CCIs,
their naive use can introduce UCCIs that a malicious agent
can exploit to inject arbitrary values that can lead to un-
trusted code execution by the blockchain (see CWE-829 [10]
and SWC-112 [48]), such as extortionware attacks [3, 5]. An
untrusted use of CCIs happens when the contract to call is
parameterized and directly depends on the program input
(i.e., data from outside the blockchain) that, in general, is
untrusted: users can provide it anonymously.

Consider for instance the attack schema depicted in Fig. 1.
A blockchain user might naively deploy a contract containing
a UCCI and use it to handle assets. After contract deploy-
ment, its source code will remain exposed in the blockchain.
An attacker could discover the vulnerability of the contract
and exploit it to take over the assets managed by that con-
tract. Specifically, the attacker could redirect the CCI to

his own malicious contract, in order to demand a ransom or
permanently take possession of the stolen assets.

2.1 Towards UCCI Detection for General
Purpose Languages

According to Olivieri et al. [32], general-purpose languages
(GPLs), such as Go, are supported by several blockchain
frameworks for the development of smart contracts. Although
they do not enjoy the same popularity as domain-specific
languages (e.g. Solidity [2] for Ethereum), they are widely
applied in industrial solutions offering greater flexibility, ex-
tensive libraries, and better tooling for scalability and inte-
gration with existing enterprise systems, as well as to a lesser
extent by reducing the learning curve for developers.

GPLs may involved in different ways in smart contract
development and they can be classified in: full, restricted, and
meta-programming [32] languages. In the first two cases, the
smart contract code is written in a GPL and executed “as is"
in the blockchain. The difference is that the restricted ones are
limited to a subset of language functionalities or instructions
of the GPL. In the third case, the GPL is used at a high-level
but then compiled into a low-level domain-specific language
for the target blockchain.

Currently, Go is mainly used as a full language leaving
developers the freedom to use all its functionalities and in-
structions.

The adoption of full languages in smart contracts and
blockchain framework represents a challenge for verifica-
tion [32, 39]. In particular, they may not provide the same
level of security constraints offered by domain-specific lan-
guages for blockchain (e.g. determinism, avoid wrap-around
semantics, . . . ). Moreover, the adoption of external libraries
or frameworks may increase the complexity of the analy-
sis and the resource consumption potentially affecting the
precision of analysis results.

Moreover, blockchain frameworks that use such languages
are often rely on specific APIs, such as for data storage
in blockchain, for sending transaction responses, and for
managing the blockchain components in a versatile way. CCIs
fall in this category: invocations of functions provided by the
framework lead to the execution of other contracts. Given the
presence of such explicit calls, it is necessary to reason about
two distinct program behaviors: (i) cross-contract invocation
from untrusted input and (ii) storage of data returned from
untrusted cross-contract executions.

Fig. 2 reports a snippet of a Go smart contract for HF,
exemplifying an extortionware attack scenario. At line 2, the
input to the transaction request is retrieved through the
function GetStringArgs. Line 4 stores the first element of
the input in variable contract, later used at line 8 as the
receiver of a CCI with the arguments contained in queryArgs:
the method to invoke and the asset to pass to the method.
As the user controls variable contract, there is a security
problem since the user can send execution requests to any
deployed contract, including a contract whose implemen-
tation of SetAssetOwnership is not that expected by the
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Figure 1: Extortionware attack model exploiting UCCIs [3, 5].

1 // Get the args from the transaction
2 args := stub. GetStringArgs ()
3

4 contract := args [0]
5 // [...]
6 queryArgs [0] = " SetAssetOwnership "
7 queryArgs [1] = myasset
8 response := stub. InvokeChaincode (contract ,

queryArgs , "main - channel ")
9 stub. PutState (" owner ", response . Payload )

Figure 2: Simplified smart contract for HF, featuring a UCCI.

developer of the snippet in Fig. 2. For instance, the injected
SetAssetOwnership method could unexpectedly change the
ownership of myasset. As the untrusted input can change
the contract target of the CCI, this is an example of cross-
contract invocation from untrusted input. Finally, at line 9,
the execution result is retrieved from (response.Payload)
and is stored in the blockchain through PutState, which
allows one to perform a data-write proposal of blockchain
global state, leading to a blockchain data storage from un-
trusted cross-contract executions. Note that, upon successful
execution, the change in ownership that is stored through
PutState becomes part of the blockchain global state.

3 UCCI DETECTION BY TAINT ANALYSIS
Taint analysis [8, Section 47.11.8] is an instance of infor-
mation flow analysis that allows one to detect if untrusted
information explicitly flows from some source to critical pro-
gram points, called sinks. It means that one can logically
split program variables into two sets: tainted variables T,
that is, those that an external attacker can tamper; and its

dual set of clean variables C. At the start of the analysis, T
contains the sources only, that is, the variables that can be
directly modified by the attacker. The analysis iteratively
moves variables from C to T whenever one is assigned to a
value computed by using at least a variable in T, and from T
to C whenever one is assigned to a value computed by using
a sanitizer (that is, functions that vet the tainted values,
therefore making sure that there is no potential influence in
the result). Consequently, the analysis computes, for each
program point, the set of variables containing values that
can be controlled by the attacker. With such information,
one can check if a sink receives a value computed by using
at least a variable in T, thus detecting potential security
vulnerabilities. Taint analysis can be also applied with formal
method frameworks to provide several guarantees. Among
these, an important guarantee is soundness, i.e., the absence
of false negatives for a given property, which can be achieved
for instance by using abstract interpretation [7, 9] and over-
approximating program semantics [8]. Moreover, this generic
schema has been instantiated to detect many vulnerabilities
in real-world software (e.g., SQL injection [11, 53], privacy
issues [15, 17], IoT issues [28], non-determinism [36, 40], phan-
tom reads [34]), achieving significant practical results (see [13]
for an example).

Likewise, taint analysis can be applied to the detection of
UCCIs. In this paper, we design an analysis composed of two
phases to deal with the following taintedness problems:

∙ Phase 1: detection of untrusted cross-contract invoca-
tions. The analysis models input parameters given by
users through transactions as sources, and the parame-
ters of cross-contract calls specifying a contract as sinks;
in this way, it is possible to trace arbitrary input values
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within a smart contract and check if there are flows
that lead to cross-contract calls, possibly executing an
arbitrary contract;

∙ Phase 2: detection of untrusted blockchain storage from
untrusted cross-contract executions. The analysis mod-
els the cross-contract calls detected during phase 1 that
received untrusted input arguments as sources, and the
parameters of blockchain data-write proposal calls as
sinks; in this way, it is possible to trace the results of
untrusted executions within a smart contract and check
if there are flows that lead to the immutable storage of
this information through blockchain data-writes and
transaction response proposals.

Algorithm 1 Detection of issues related to UCCIs.
1: procedure UCCIAnalysis(program, framework)
2: alerts ← ∅

◁ Phase 1
3: sourcesP1← retrieveSourcesP1FromSignatures(program, framework)
4: sinksP1← retrieveSinksP1FromSignatures(program, framework)
5: if | sourcesP1 | > 0 ∧ | sinksP1 | > 0 then
6: resP1 ← taint(program, sourcesP1, sinksP1)
7: alerts ← getAlerts(resP1)

◁ Phase 2
8: sourcesP2← retrieveSourceP2FromTaintResultsP1(sinksP1, resP1)
9: sinksP2← retrieveSinksP2FromSignatures(program, framework)

10: if | sourcesP2 | > 0 ∧ | sinksP2 | > 0 then
11: resP2 ← taint(program, sourcesP2, sinksP2)
12: alerts ← alerts ∪ getAlerts(resP2)
13: return alerts

Algorithm 1 shows the high-level structure of the proposed
analysis. It requires only the program (i.e., the smart contract)
to analyze and specify the blockchain framework (e.g., HF, Cos-
mos SDK, Tendermint Core, . . . ) on which it is based. The
algorithm starts from phase 1 (lines 3 − 7), by computing
sources and sinks. Typically, the full list of signatures related
to the methods for introducing arbitrary inputs (i.e., sources
of phase 1) and of the CCIs (i.e., sinks of phase 1) are always
known a priori and depend on the framework (e.g., see Table 1
for HF). Hence, at lines 3−4, retrieveSourcesP1FromSignatures
and retrieveSinksP1FromSignatures perform a signature match-
ing on the program statements to retrieve those matching
the signature list specific to the framework (they select only
sources and sinks that do appear in the given program) and
collect them in sourceP1 and sinksP1, respectively. At this
point, at lines 5 − 7, if there is at least a source and a sink
in the program, the algorithm runs a taint analysis to detect
UCCIs and generates alerts from the taint analysis result
resP1. Phase 2 (lines 8 − 12) can start only after phase 1,
because it requires its taint analysis information. Indeed, the
sources (i.e., UCCIs) for phase 2 are not known a priori as
they are computed at the end of phase 1 (line 6), i.e., they
are the sinks of phase 1 into which a tainted value has flowed.
Hence, at line 8, retrieveSourceP2FromTaintAnalysisResultP1
checks this and the interested statements are collected in
sourceP2. Regarding sinks for phase 2 (i.e., blockchain data-
write and transaction response proposals), they are always
known a priori and depend on the framework (e.g., see Ta-
ble 1 for HF). Then, they are also computed via signature
matching through the function retrieveSinksP2FromSignatures

1 // Get the args from the transaction

2 args := stub.GetStringArgs()

3

4 contract := args[0]

5 // [...]
6 queryArgs [0] = " SetAssetOwnership "
7 queryArgs [1] = myasset

8 response := stub. InvokeChaincode ( contract , queryArgs ,

"main - channel ")

9 stub. PutState (" owner ", response.Payload )

(a) Phase 1
1 // Get the args from the transaction
2 args := stub. GetStringArgs ()
3

4 contract := args [0]
5 // [...]
6 queryArgs [0] = " SetAssetOwnership "
7 queryArgs [1] = myasset

8 response := stub.InvokeChaincode (contract , queryArgs , "

main - channel ")

9 stub. PutState (" owner ", response.Payload )

(b) Phase 2

Figure 3: Taint analysis results on the code snippet of Figure 2.

and the program statements collected in sinksP2 at line 9.
At lines 10 − 12, if there is at least a source and a sink in
the program for this phase, Algorithm 1 performs another
taint analysis to detect the storage and transaction response
where there is untrusted information coming from UCCIs and
collects the analysis alerts. Finally, at line 13, Algorithm 1
returns collected alerts to fill the analysis report, containing
the following information: (i) the potential flows of untrusted
data to a cross-contract invocation, and (ii) the potential
storage in the blockchain of data coming from an untrusted
cross-contract execution.

3.1 Running Example
Consider the code snippet of a HF smart contracts (also
known as chaincodes, the term used for HF’s code) in Figure 2.

In phase 1, Algorithm 1 detects GetStringArgs at line 2
and the parameters of InvokeChaincode at line 8 as source
and sink by signature matching, respectively. Subsequentially,
it performs taint analysis and propagates tainted values from
the source (see Figure 3a). At the end of the computation,
Algorithm 1 detects that variable contract is tainted when
it is used in the sink at line 8. Then, it issues an alarm
because an untrusted cross-contract invocation is detected
and sets the InvokeChaincode at line 8 as a source for the
phase 2. Note that, although response.Payload is tainted,
it is not possible to trigger an alarm blockchain data storage
from untrusted cross-contract execution because this phase
of the analysis tracks untrusted input propagation and not
untrusted execution results.
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Table 1: HF methods of interest for the detection of UCCIs.

shim.ChaincodeStubInterface’s Method Target Category
GetArgs return value Arbitrary Input
GetStringArgs return value Arbitrary Input
GetFunctionAndParameters return value Arbitrary Input
GetArgsSlice return value Arbitrary Input
GetTransient return value Arbitrary Input
InvokeChaincode parameters, return value CCIs
PutState parameters Data Storage
DelState parameters Data Storage
SetStateValidationParameter parameters Data Storage
PutPrivateData parameters Data Storage
DelPrivateData parameters Data Storage
PurgePrivateData parameters Data Storage
SetPrivateDataValidationParameter parameters Data Storage
Success parameters Transaction Response
Error parameters Transaction Response

In phase 2, the analysis detects InvokeChaincode as a
source at line 8 because contract was tainted at the end of
phase 1. Then, at line 9, it detects PutState as a sink by
signature matching. Hence, it performs the second round of
taint analysis (see Figure 3b). At the end of the computation,
the analysis detects that the variable response.Payload is
tainted and it issues an alarm because a blockchain data
storage from untrusted cross-contract execution is found.

4 IMPLEMENTATION IN GOLISA
We implemented Algorithm 1 inside GoLiSA4, an open-
source static analyzer for Go supporting several blockchain
frameworks. GoLiSA relies on LiSA [14, 30, 31] (Library
for Static Analysis), a modular framework for developing
abstract interpretation-based static analyzers.

4.1 Detection of Sources and Sinks in GoLiSA
The first step for taint analysis is the identification of the
sources and sinks of the target blockchain framework.

Currently, GoLiSA supports three different blockchain
frameworks, i.e., HF, Tendermint Core, and Cosmos SDK.
However, only HF natively provides smart contract APIs
written in Go. Other frameworks do not provide official APIs
for cross-contract invocations, although they may support
smart contract frameworks with custom or third-party im-
plementations. For the sake of simplicity, we cover only HF
but the same approach can be applied to any other smart
contract framework. Furthermore, as reported by the IBM
company, HF has become the unofficial standard for enter-
prise blockchain platforms [21].

Table 1 summarizes the Go APIs that we considered critical
for issues related to UCCIs: Method identify API functions;
column Target defines which portion of the function’s sig-
nature is being considered, i.e. return values for the sources
and the parameters for the sinks; column Category specifies
type of instruction. In particular, methods categorized as
Arbitrary input return the arguments of a transaction request
(i.e., user input) [18], i.e., they are considered as sources for
Phase 1 ; the method InvokeChaincode is the only standard
way to perform a CCIs in HF [18]; methods categorized as
Data Storage allow one to perform blockchain data-write
4Available at https://github.com/lisa-analyzer/go-lisa

proposals [18]; methods categorized as Transaction Response
are used for transaction response proposals [19, 20].

GoLiSA contains a full list of the signatures of these func-
tions, and it automatically annotates them before the analysis
begins. Annotations are used by the taint analysis to generate
tainted values whenever a call to a source is encountered.
Instead, the semantic checker that runs after the analysis
searches the program for calls targeting functions with at
least one parameter annotated as sink, and checks if the value
passed for it is tainted or not.

5 EXPERIMENTAL EVALUATION
This section presents the results of the application of GoLiSA’s
analysis for the detection of UCCIs on a set of smart contracts
written in Go and retrieved from public GitHub repositories.
Experiments have been performed on a machine equipped
with an AMD Ryzen 5 5600X 6-Core at 3.70 GHz, 16 GB
of RAM DDR4, 1 TB SSD (read 540MB/s, write 500MB/s),
running Windows 11 Pro 23H2, Open JDK version 20. During
the analysis, 8 GBs of RAM were allocated to the JVM.

The experimental evaluation can be replicated with the ma-
terials contained in the following repository: https://github.
com/lisa-analyzer/go-lisa/tree/sac2025.

5.1 Experimental Data Set (CCI)
We refer to the experimental data set as CCI. To collect
the experimental data set, we started by looking at existing
ones but, to the best of our knowledge, only the benchmark
proposed in Olivieri et al. [36] exists. However, it only contains
24 contracts implementing 41 CCIs. Then, in addition to
them, we retrieved other smart contracts from public GitHub
repositories. Specifically, we looked for the .InvokeChaincode(
keyword (i.e., call to a CCI in HF) and selected Go files using
that call.5 We considered all the 681 files from the query result
and the 24 from the benchmark of Olivieri et al. [36]. Then
we removed duplicates, that is, files with the same SHA256
checksum (code duplication is a widely adopted practice in
the blockchain industry [45]) and files that do not call the
InvokeChaincode function (in some cases it was mocked or
the instructions commented). In the end, CCI consists of 420
files for a total of 106277 Lines of Code (LoCs), containing
897 CCIs.

5.2 Experimental Results
We performed the UCCI analysis for all the files in CCI.
The execution required a total of 24 minutes and 59 seconds
(∼ 3.56 seconds on average per file). The results report 157
files where at least a warning is issued, 227 files where no
warning is raised, 36 files not analyzed due to failures (unsup-
ported operations, parsing errors, . . . ) during the execution
of GoLiSA. The amount of reported warnings is 584. Table 2
shows details for each phase, where warnings are classified
as:
5https://api.github.com/search/code?q=
.InvokeChaincode(+language:Go&type=code&l=Go. Accessed:
03/04/2024.

https://github.com/lisa-analyzer/go-lisa
https://github.com/lisa-analyzer/go-lisa/tree/sac2025
https://github.com/lisa-analyzer/go-lisa/tree/sac2025
https://api.github.com/search/code?q=.InvokeChaincode(+language:Go&type=code&l=Go
https://api.github.com/search/code?q=.InvokeChaincode(+language:Go&type=code&l=Go
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Table 2: Warning details of the UCCI analysis results.

UCCI Analysis #TP #FP #EF #FN
Phase 1 277 0 4 0
Phase 2 301 0 2 0

∙ true positives (column #TP) if they refer to a detected
vulnerability that happens in at least one possible
contract execution (that is, there is an explicit source-
to-sink flow of tainted information)

∙ false positives (column #FP) if they refer to a vulnera-
bility that cannot happen in any contract execution,
but that is being considered due to over-approximation
in the analysis (that is, the explicit source-to-sink flow
never happens in any possible execution)

∙ external flows (column #EF) if they refer to a vulner-
ability cannot happen in any contract execution, but
that might manifest if a contract’s function is invoked
by another contract (that is, the warning is a false
positive when you only consider explicit source-to-sink
flows, but it becomes a true positive if the source is in
another contract)

Additionally, the table reports false negatives (column #FN)
as the number of vulnerabilities missed by the analysis.

5.2.1 Limits of the Evaluation. Although HF is largely used
in the industrial sector, its uses are related to the develop-
ment of permissioned and often private blockchains, meaning
that the related software is not publicly available or released
with open-source licenses. This greatly limits the creation
of a data set in comparison to public and permissionless
blockchains such as Ethereum, where it is typically possi-
ble to collect experimental artifact sets of large dimensions
simply by querying the public code deployed and available
in blockchain, such as in Wang et al. [55], where more than
three thousand distinct smart contracts are collected from
the Ethereum blockchain.

Regarding the limits of warning classification, another
criterion to classify true and false positives is to evaluate
the analysis results with the runtime environment, since
the static analysis is performed without the real execution
information [8, 49]. For instance, the interactions between
contracts from different channels in HF can be denied or
limited [51], thus some UCCIs could be mitigated or avoided
at run time depending on where the contracts are deployed.
However, in this specific case, we could not do this type
of check for the manual investigation since CCI has been
retrieved from public repositories where the source code is
statically stored and not deployed in a running blockchain
environment.

5.3 How to Classify Analysis Results
Below, we evaluate and classify the UCCI analysis results of
a few snippets of code taken from CCI. In the proposed exam-
ples (Figures 4, 5, 6), sources of Phase 1 and 2 are highlighted
with blue and black boxes, respectively; the sinks of Phase 1

and 2 are highlighted with red and brown boxes, respectively;
the tainted information propagated in the instruction sinks of
Phase 1 and 2 is highlighted in gray and orange, respectively.

5.3.1 True Positive. Contract chaincode_union_loan in Fig. 4,
a proof of concept implementation of bank loans in blockchain,
is an example of true positive found in CCI. Users call method
offer to offer a loan. GoLiSA detects a flow that leads
to an untrusted cross-contract invocation on tainted data
about loan participants. Namely, at line 5 of method Invoke,
GoLiSA considers GetFunctionAndParameters as a tainted
source, since it yields a function name and arguments pro-
vided as part of the transaction request, hence under user
control. This tainted data propagates through args to method
offer at line 7, reaching InvokeChaincode through variable
chainCodeToCall at line 15. GoLiSA issues a warning at
line 16 during the first phase, since the first parameter of
InvokeChaincode is tainted. Thanks to this warning, the
return value of the call is considered a source for the second
phase. The returned value, stored into variable response, is
used to build the error message errStr for the shim.Error
call at line 23, which GoLiSA considers as a sink for the sec-
ond phase. Thus, a warning is also raised at this line because
transactions with untrusted error responses should not be
approved and should not be able to reach the ordering stage
in HF.

1 func (t * UnionLoanChaincode ) Invoke (
2 stub shim. ChaincodeStubInterface )
3 pb. Response {
4 function , args :=

stub.GetFunctionAndParameters()
5 if function == " offer " {
6 return t. offer (stub , args )

7 }
8 // [...]
9 }

10 func (t * UnionLoanChaincode ) offer (
11 stub shim. ChaincodeStubInterface ,
12 args [] string ) pb. Response {

13 // [...]

14 var chainCodeToCall = args[0]

15 // [...]

16 response := stub.InvokeChaincode (

chainCodeToCall , invokeArgs , "")

17 // [...]

18 errStr := fmt. Sprintf (" Failed to invoke
chaincode . Got error : %s", string (

response.Payload ))

19 return shim. Error ( errStr )

20 }

Figure 4: Simplified code from chaincode_union_loan.

5.3.2 True Negative. The sealtxnew contract from CCI, in
Fig. 5, is a proof of concept implementation of seal transaction
application for a trading blockchain. GoLiSA, correctly, does
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1 func (s * SealTX ) Invoke (
2 stub shim. ChaincodeStubInterface )
3 pb. Response {
4 function , args :=

stub.GetFunctionAndParameters()
5 // [...]
6 switch function {
7 // [...]
8 case " querybykey ":
9 return s. querybykey (stub , args )

10 // [...]
11 }
12 }
13 func (t * SealTX ) querybykey (
14 stub shim. ChaincodeStubInterface ,
15 args [] string ) pb. Response {

16 // [...]

17 return stub. InvokeChaincode ( "sealtx" ,
args4old , " tradechannel ")

18 // [...]
19 }

Figure 5: Simplified code from sealtxnew.

not raise any warning about untrusted cross-contract invoca-
tions. In fact, line 3 of method Invoke retrieves a tainted value
through the source GetFunctionAndParameters. This tainted
data propagates, through args, to method querybykey at
line 9. Here, no warning is generated since the tainted informa-
tion never reaches the first parameter of InvokeChaincode,
i.e., the sink for the analysis. Indeed, this latter targets the
hardcoded contract sealtx. It is thus only possible to query
the sealtx contract, without risking an UCCI.

5.3.3 False Positive and External Flows. False positives are a
consequence of excessive approximation. For instance, con-
sider the code in Fig. 6, where GoLiSA issues a warning that
can be classified as both external flow and false positive. In
the file, the functions GetFunctionAndParameters() (lines 1-
3 ) and GetKYC() (lines 11-25) are only declared and never
used in the file. Nevertheless, since the file contains both
source and sink (lines 2 and 23), the analysis is executed.

Although both functions are not explicitly called in the
contract, the analysis soundly assumes that they might be
called by functions of other chaincodes at run time. For this
reason, during the propagation phase, GetKYC at line 11 is
considered reachable and its the formal parameter userId is
over-approximated as tainted as it is statically unknown. Such
value is later propagated into params, arg and queryArgs at
lines 13, 15 and 17, respectively. Finally, tainted value coming
from queryArgs flows into the sink ctx.GetStub().Invoke-
Chaincode() at line 23 and the analysis issues a warning.
One might argue that this is a false positive, as there is no
explicit source-to-sink flow happening. However, as GetKYC
can be the target of a cross-contract call, we label the warning
as an external flow since it might lead to a UCCI.

If one rules out the possibility of a cross-contract call,
queryArgs at line 23 is clean. Nonetheless, a warning is
still issued at the same line: GetChannelID at line 6 returns

1 func (ctx * TransactionContext )
GetFunctionAndParameters () (string , []
string ) {

2 return ctx.GetStub().GetFunctionAndParameters()
3 }
4

5 func (ctx * TransactionContext )
GetChannelName () (string , error ) {

6 channelID := ctx.GetStub().GetChannelID()
7 // [...]

8 return channelID , nil
9 }

10

11 func (ctx * TransactionContext ) GetKYC (

userId string ) (bool , error ) {
12

13 // [...]

14 channelName , err := ctx.GetChannelName()
15 // [...]

16 params := [] string { crossCCFunc , userId }

17 // [...]
18 queryArgs := make ([][] byte , len( params ))
19 for i, arg := range params {

20 queryArgs[i] = [] byte( arg )

21 }
22 // [...]
23 response := ctx. GetStub (). InvokeChaincode (

crossCCName , queryArgs , channelName )

24 // [...]
25 }
26 // [...]

Figure 6: Simplified code from read_transaction.

a tainted value, that is then propagated into channelID
and channelName at lines 8 and 14, respectively. Finally,
channelName is used as parameter to the sink ctx.GetStub()-
.InvokeChaincode at line 23, and the GoLiSA creates a
warning at the end of the propagation phase. Such a warning
is a false positive, and it is due to the over-approximation
of the method GetChannelID at line 6. According to the
documentation of HF, GetChannelID returns the channel ID
for the proposal for chaincode to process. This would be the
’channel_id’ of the transaction proposal [. . . ]. Such a value
is thus statically unknown, and GoLiSA models it as an
instruction that can return any possible string value. GoLiSA
does not currently distinguish between any possible value and
any possible user-provided value: in terms of taintedness, both
are modeled as a statically unknown and possibly tainted
value.

Since the sink at line 23 is tied to two different flows,
one of which is highlighting a real vulnerability, the warning
referring to it was still classified as an external flow in Table 2
since our analysis aims at being as sound as possible.

6 RELATED WORK
Taint analysis is used extensively in smart contract verifica-
tion tools to detect vulnerabilities, and can also be combined



SAC ’25, March 31-April 4, 2025, Catania, Italy L. Olivieri et al.

with graph reconstruction techniques to improve user experi-
ence [16]. For instance, it allows one to detect critical issues
such as re-entrancy [1, 50, 52]. It is considered one of the
most critical issues in smart contracts. It was also the root
cause of the well-known DAO attack [46], which resulted in
the loss of more than 50M of dollars for Ethereum users. The
exploitation allows an attacker to execute a recursive call-
back of the main function, making an unintended loop that
is repeated many times, leading to the fully destruction of
a contract or stealing valuable economic assets and informa-
tion. Typically, re-entrancy may be exploited by using CCIs
and creating an inter-contract loop. This makes re-entrancy
detection difficult. Furthermore, in the event of a UCCI, it
would be even easier for an attacker to create an ad hoc
malicious contract capable of exploiting the re-entrancy. In
this case, our analysis can identify any UCCIs, but cannot
detect the loop nor the re-entrancy in the case of trusted
CCIs.

Another issue that can be dealt with taint analysis is
the detection of Parity Wallet bug [42, 43]. It has become
very popular because it has been exploited by an attacker
to steal over 30M of dollars. The application implemented a
proxy pattern/library to split the logic of a wallet into two
separate smart contracts. The first smart contract calls the
second (the library) with a CCI to execute wallet operations.
Although this bug involves CCIs, the problem is different
from what this paper studies. The library address of the CCI
was hardcoded and the issue resided in the library containing
an issue concerning the method visibilities, which resulted in
the attacker directly taking control of the library. Instead, we
considered only CCIs with flows from an untrusted input as
UCCI, thus our analysis is not able to detect the issues related
to the Parity Wallet bug because the address is hardcoded
and not related to an untrusted input. Moreover, according
to Sayeed et al. [50], there are several tools for the detection
of Parity Wallet bugs but the coverage of this issue is still
challenging (tools such as Oyente [25] detect only 20% of
Parity Wallet hacks [54]).

Regarding UCCIs detection, to the best of our knowledge,
currently, there are no tools for Go, except for GoLiSA,
covering these issues. The Chaincode Analyzer [23], which
does provide checks for cross-channel invocation, does not
cover the UCCI cases. Indeed, cross-channel issues are similar
but limited to a specific scenario regarding channels and do
not lead to a code injection. In short words, channels [12]
are private subnets of communication between two or more
specific members of the blockchain network and where it is
also possible to deploy chaincodes. However, a transaction
failure happens when a chaincode calls another contract
deployed in a different channel because the execution policies
do not allow it [26]. In particular, Chaincode Analyzer [23]
only checks that there are no CCIs with different hardcoded
channel names, in order to report possible transaction failures.

Instead, concerning other smart contract languages, several
techniques are applied to detect UCCIs. ContractFuzzer [22]
generates fuzzing inputs and defines test oracles to detect
security vulnerabilities, including problems related to UCCIs

in Solidity. The tool contains an offline EVM instrumentation
and an online fuzzing tool. The offline EVM instrumentation
process is responsible for monitoring the execution of smart
contracts to extract information for vulnerability analysis.
The online fuzzer analyzes the smart contract under test with
additional information, such as its ABI interface. Compared
to our approach, fuzzing is a testing technique and can only
spot the issues but not ensure their absence [49]. Wang et
al. [56] propose a general platform for defect detection in
smart contracts, including the UCCI issues. The platform
generates the ASTs for each smart contract and obtains the
semantic description of corresponding functions and variables.
Hence, it generates assertions by knowledge of security model
libraries and semantic descriptions of ASTs and expressions
and then detects the defects of smart contracts. However,
as also stated by the authors, there are still problems that
need further research and improvement. In particular, they
use manual assertions, which in case of implementation er-
rors can lead to omissions. SolGuard [47] detects UCCIs
at compile time in Ethereum and focuses mainly on smart
contract-based multi-agent robotic systems. It implements
the analyses using AST traversing and semantic flow check-
ing. Mythril [44] bases the analyses on symbol execution
and concrete execution techniques to discover vulnerabilities,
including UCCIs. It combines static execution with dynamic
execution to improve path coverage and detection accuracy.
Note that the symbolic execution approach does not guaran-
tee the exploration of all program paths, leading potentially
to false negatives. SMARTSHIELD [57] dynamically high-
lights state changes and alterations after CCIs. It analyzes
both the AST and the unrectified EVM bytecode of each
contract to extract its bytecode-level semantic information.
Then, the tool fixes insecure control flows and data opera-
tions through control flow transformation and the insertion
of instruction sequences that perform certain data validity
checks. Finally, in MichelsonLiSA [33, 35], Olivieri et al. pro-
vide a UCCI analysis prototype for smart contracts written
in the Michelson language for the Tezos blockchain. However,
cross-contract invocations are limited in Michelson language.
Currently, they only allow one to transfer tokens and do
not support the call of different contract methods. Moreover,
MichelsonLiSA’s implementation performs only the first taint
analysis step because Michelson does not support explicit
APIs such as for data storage in blockchain or for sending
transaction responses, which instead are implicitly performed
at the end of each smart contract execution.

About cross-contract analysis, tools like SmartDagger [24],
CrossInspector [6], and Pluto[27] are specifically designed to
perform analysis also considering the inter-connected compo-
nents between different contracts. However, they can involve
complex and dynamic interactions, making it difficult to pre-
dict the behavior of contracts in all scenarios, especially over
time. Indeed, in the case of UCCIs, small changes in the
input are often enough to create a new malicious contract.
Therefore, inter-contract analysis may significantly burden
the UCCI detection adding only marginal improvements.
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7 CONCLUSION
This paper addresses the challenging issue of detecting un-
trusted cross-contract invocations in general-purpose lan-
guages, such as Go, and shows that the semantics-based
static analysis approach based on information flow in two
phases provides a precise, efficient, and scalable solution. Ex-
periments on existing smart contracts written in Go, crawled
from GitHub, empirically show that our approach is useful
and scalable in practice. Moreover, they also confirm that,
when targeting blockchain software, it is possible to adopt
analysis techniques that would typically have performance
and scalability problems over traditional industrial-size soft-
ware. Future work will investigate cross-contract contexts and
other challenges and issues such as re-entrancy and Parity
Wallet bugs on general-purpose languages.
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